**Exercise 2: E-commerce Platform Search Function**

**Big O Notation:** Big O notation is a mathematical notation used to describe the time or space complexity of an algorithm in terms of input size (n). It helps us estimate how the performance of an algorithm scales as the input grows.

**Common Big O complexities**:

* O(1) – Constant time (e.g., accessing an array element)
* O(n) – Linear time (e.g., linear search)
* O(log n) – Logarithmic time (e.g., binary search)
* O(n²) – Quadratic time (e.g., bubble sort)

**the Best, Average, and Worst-Case Scenarios for Search Operations**

In algorithm analysis, the performance of a search operation can vary depending on the location of the target element and the nature of the data. These variations are captured in **three scenarios**: best case, average case, and worst case.

**🔹 1. Best-Case Scenario:**

The **best-case scenario** represents the situation where the search algorithm finds the desired element at the **earliest possible position** in the dataset.

* **Linear Search**: The best case occurs when the element is at the **first position** of the array or list.  
  **Time Complexity**: O(1) – only one comparison is needed.
* **Binary Search**: The best case happens when the element is found at the **middle index** on the very first comparison.  
  **Time Complexity**: O(1) as well.

**🔹 2. Average-Case Scenario:**

The **average-case scenario** refers to the situation where the element could be **anywhere** in the dataset, and all positions are **equally likely**.

* **Linear Search**: On average, the element is found after searching **n/2** elements.  
  **Time Complexity**: O(n)
* **Binary Search**: The average number of steps is **log₂(n)** since it divides the dataset in half at each step.  
  **Time Complexity**: O(log n)

**🔹 3. Worst-Case Scenario:**

The **worst-case scenario** occurs when the element is either at the **last position** or is **not present at all**, requiring the algorithm to do the **maximum amount of work**.

* **Linear Search**: The algorithm must check **every single element** in the list.  
  **Time Complexity**: O(n)
* **Binary Search**: The algorithm performs the **maximum number of halving steps** before concluding the element is not found.  
  **Time Complexity**: O(log n)

**Code:**

Product.java

**public** **class** Product {

**int** productId;

String productName;

String category;

**public** Product(**int** productId, String productName, String category) {

**this**.productId = productId;

**this**.productName = productName;

**this**.category = category;

}

@Override

**public** String toString() {

**return** "[" + productId + ", " + productName + ", " + category + "]";

}

}

SearchUtils.java

**public** **class** SearchUtils {

**public** **static** Product linearSearch(Product[] products, String targetName) {

**for** (Product product : products) {

**if** (product.productName.equalsIgnoreCase(targetName)) {

**return** product;

}

}

**return** **null**;

}

**public** **static** Product binarySearch(Product[] products, String targetName) {

**int** low = 0;

**int** high = products.length - 1;

**while** (low <= high) {

**int** mid = (low + high) / 2;

**int** comparison = products[mid].productName.compareToIgnoreCase(targetName);

**if** (comparison == 0) **return** products[mid];

**else** **if** (comparison < 0) low = mid + 1;

**else** high = mid - 1;

}

**return** **null**;

}

}

Main.java

**import** java.util.Arrays;

**import** java.util.Comparator;

**public** **class** Main {

**public** **static** **void** main(String[] args) {

Product[] products = {

**new** Product(101, "Laptop", "Electronics"),

**new** Product(102, "Shoes", "Fashion"),

**new** Product(103, "Phone", "Electronics"),

**new** Product(104, "Tablet", "Electronics"),

**new** Product(105, "Watch", "Accessories")

};

Product result1 = SearchUtils.*linearSearch*(products, "Phone");

System.***out***.println("Linear Search Result: " + result1);

// Sort before Binary Search

Arrays.*sort*(products, Comparator.*comparing*(p -> p.productName.toLowerCase()));

Product result2 = SearchUtils.*binarySearch*(products, "Shoes");

System.***out***.println("Binary Search Result: " + result2);

}

}

**Output:**
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**Time Complexity of Linear and Binary Search Algorithms**

| **Algorithm** | **Best Case** | **Average Case** | **Worst Case** |  |
| --- | --- | --- | --- | --- |
| **Linear Search** | O(1) | O(n) | O(n) |
| **Binary Search** | O(1) | O(log n) | O(log n) |  |

**Which Algorithm Is More Suitable and Why?**

For an **e-commerce platform**, where search performance is critical **Binary Search** is more suitable because The product list is **pre-sorted** or indexed for performing **frequent searches** on **large datasets** where Speed and scalability are important.

**Exercise 7: Financial Forecasting**

**Recursion:** Recursion is a programming technique where a method calls itself to solve smaller instances of the same problem.Recursion simplifies problems that have repeating patterns or can be broken into smaller subproblems.

Examples include factorial, Fibonacci, and in this case — forecasting future values based on past trends**.**

Assume we want to forecast the value of an investment given:

A starting value

A fixed growth rate

A number of periods (years, months, etc.)

**Code:**

Forecast.java

**public** **class** Forecast {

// Recursive method to calculate future value

**public** **static** **double** predictFutureValue(**double** currentValue, **double** growthRate, **int** periods) {

**if** (periods == 0) {

**return** currentValue;

}

**return** *predictFutureValue*(currentValue \* (1 + growthRate), growthRate, periods - 1);

//formula

}

**public** **static** **void** main(String[] args) {

**double** initialInvestment = 10000;

**double** annualGrowthRate = 0.05;

**int** years = 5;

**double** futureValue = *predictFutureValue*(initialInvestment, annualGrowthRate, years);

System.***out***.printf("Predicted future value after %d years: ₹%.2f", years, futureValue);

}

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAkQAAAA9CAYAAABMUnZ6AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABTRSURBVHhe7Z2/axtJG8e/TqXq/gnZxpzjVoUMboV1YF3jtIcRyIUQNgFVTnmuBEFGqIhA+AJXxU1k3kioNcSFimsc35nIglTXHAeX6tTtW8zuamZ2fu1qLTun5wNbeHd25nnmmZl99pln5ZXpdOqBIAiCIAhiiXkmnyAIgiAIglg2yCEiCIIgCGLpIYeIIAiCIIil58k6RMNqBplMFUP5wiMzae0gU51fKqafeKRQ7dNkWFXrOKw+ARtP0NrJILPTwkS+lCLDagY7rVkLDz2+U69fZ0MNk9aONL5lWYaoZnbAdQkHs4mynWH1wW01wyQjj3kMMVuo65HXk2E1E/1bWifk9Sfa1+JYE0lPVi3cWFHJbKpHnif8eaE+o/zztOtqc0fkvgjbT7mdOUhTd5395mH+tcxdL7NDtNDFR6TQnmI6baMgX0jKI+qiI9e4xXQ6DY92asouENd+Lfeepo6TPi6QQ250gb5VifRIdXwrbJBq/QBQaGM6naJXli/IsAfuZn0LPW5sT3vApbCiFbBXHuFikZ0eG0cZncbQCPUDh3miwp877Oih3C1FHzp8mdsGUN9UO5QPKqvvbJUg2n7aQ/nmc4L64D/MMijdNHDL1dnbqmNTeEiytkvg+2qK3kbcdh1t7sQErcsNTm7edmm2kxZPUaY01jJ3vcwOEUH8xxm+rgP75zgpj1B/rXqCEHGYtA5QRwO38gJWaEec4cLLBnDRj/nAWiwuMrqMoVyjgfKojgPZkYlNAS8bOYxMMmVrOCkDXdEDBR5YVq3tUUD7qoascM6NYbWEbq6BW+n+QnuKXrmLUuD1Tfq4GOXQeCm1XIvfrovN3cii1ubbF22XXjvp8RRlSgNXvQSHaFidhamH1QwypS4wqmNTFXoMw4B8KCoIdTOvPghzsTDakL09+PdVhwAmLeyE9YghMTH0FtTrv4FE2pXrEkOqyXRhCCHYnRbuxcvsDcYlQhKTSBhceN1T93P0vqg+cr1htYb+A/wohFSvqV8TYZBhKG0lsOI7szKGe/UMcdnNYb+YReFlA7nuZSQsG4xDod+kul3KyKhCy0lso7OBS/3qMWWYY1aGeF0foXxieAhNWtgJ6s0WsY86NM9lNxTjMkA/FzTzR1WXVUb7GGIU0e6VMaq/1lyPyda6vo99chur0pmHlNXB9rEZ4rILbZ1Mh1PfTuvYwgh30QU6PlabM5LM++z6FveHvh3Xus1z2r1MSAoyzVBsVU1a2FE86/n6hq3oNnIsXyDBPA50esb/cbpxG77FFdpTTHtlIOeHKv0Lk9YONi/2Z2HA3hbqm6KCN6eX2LgVw1yj+ilwzu65beTQLWWQOQDOp1NMp7do5DhvX0O3dBDW0SuLYd1J/w77t0Fo8hYN1LHp15dUl2FVCtWe3KFUH/lXAwponwMHtoEWg0lrR9pyuEXjphSpX+5nmz6Rem8b2AiuGfoPkxZ2SjdoBNd7+4ChX5NikqGwVwaEsPsE/YvZAmy6V8vwEt3cPopZf8LkutK2DmNU38QBzo11u5QxkdQ2rjaI1K8ZU6Y5ZmV4iS7K2FOLoCCL4n5OGclwQjMu2SXzXIA8f7R1WWR0HEMAgEJbjGokYdLCQR2RSIjAsIpSt4yTmuRGPKSssW3vgK1OwQli0ZduKfoiEB+LzTnizvvhZZdzZs3t2Op2mdMuZUTmkykubs/YKNp1KsE85vvo2U4mg827E0ynU1zJEyjCEK/rQOOc89gLL9GQJ9b+S0SqKp+E57K1E5TBe/5Z1E7kB16UXOM8rKPwsoHc6C6M2GRrba5Nl/psurC3KfF6W51Dka3hajrFdO8SGWNCo8iovsl5ssFi7ct1y4eds6idK97ohH626/O6PkK5x9WbraHm/2Hvvy2sB9cLtah9U8AoQ2EPZT7vYdLHxWi2WBrv1TC87CK3X7QvTuUeNzcCW/hvpnHKaJnXNjbcx5RpjqVCtoar6dVsLSjuR2SIh2pc2uaCT2SdUtVlltF5DPkIUQ1XuqXZOnEAnHP9pyxT6opjyWchsnKIkQkpKZaXlztKXb5QPLK1qzB/SrsOO7ZrsrlAjHk/ae2g1C2jx720GNsx1u0yp13KREkuU1xiPGMlzOtUnHks9tGz86n+rTLC8BJdjFDf5AfTJmSHbiuUZkY0fJtD5JSFaL03+MwZQpiA8giXseky+YwbvmN9Vjdy4gkeP/H0HAfIOHyNIyZV+4N2eImuol32NiTqK/SHTR/b25ap//y3yZKDTvOilUFKjJv0LzAq7wmLvv5eBZMWTv3tgwA2YaKTOzJ2s+vgAt+AYxkt89jGhaRjCojMsdTJ1nBSNkQqTOjGpW0u+Ai66uqCQcYYYygkW8N5A/Eib2HCdA/lkSbsLyRe32LjVIpYL0pWjmztislz20Bk1RTknR0uD0Mjwctpr8xeOGVjurars7mE67wfVoMPDSRH1dCOsW6XOe1SRkVSmeKS5Bnro12n4s5jqY+ebapuNFKWviBgh6tP9TCwXAAxRC6PcBUGXe7vYA/cyfhy+OG3xfeJQR8jtv7LonbFFrabUib6tjcPuQ2wKWaTgW2bsYREf7ss9CDs98pM+hcYyQ/NzTpGcPsaYXHE1+3RWN1AzrTQaijsldE9jT50b6wVmcZl3LlgqkstY9IxlK2dJEpaBgpo98rolmzzL/rm/uCyJrS9EVudk8+40b1YF9rMETM5fBZUNo8P//VbNGqH1NpJl4XIlOgZayP+POZ5Np1OsXfJJogyxMhjG6CPxeQzblBGj/sSYfL5RiokYdNFc/3+TmHCMOn1EnvTqXbgO6FpV+dNh+juCzBdd+2/bA1Xfr7XqW2sOCC04SJDsG02FLfLnO4VYA6V/LMHUz+/Tf6CZyRnairevFzKaEnDNiZ09dvGVFyyRezn9F8vaZG3Q/3tnEifgm37RBKK5XGp09cFua6AiIzxxpAIc2xG9dfoy5ds+Ft/bvMvsO0CZM3WjF+uJcJS5/B1HSMuFSPCvInWEZtHiYxRad4Pq5uob/XMuzCadox168Y4P6ddyuhIIpMLvBOkkU/5jI2L6zyWZHgGBN/5T3Fyp/jtCn5vLhigQnLiBK2q3uNaHFzHTlo4kOPjiKlLcJ0PFw+rkb1mYIjq5h1O5nWEAnRysUxKff26+2R9+OuTFlrhH4b+G1Yj40IIWSbKMxGTohkGGQCE22anF4q+sN3L4X+iy28fBGSL+8jJ2xLdEqf/ENVSFzm5fZcyOuaxTYDJBqr6XcZUbLKoXbHfWol8fRKMIf4rs5AC2Fexs5NsO4fv02D+cZ9W68alTl/TOqWrK0SSMe4YkvGTlusqWxphOWSj+oEh8sFsG24pL0jWQltj+zkI65SMM6xmxHycSQs7UplJ69S6FW1Gtrli7Jrmvb9NaUyAB6LtBJjq1o1xfk67lNGSQKYIq9gQXpBY+ZDgBcr6jI1B3Hks9ZHw2X2hLYWU/beRUma2Hx3+/gO3N3+xESTqPRLBXncQDj4AzuVthQS6FNp+Fn1w/XIPtw15f7OAdhqOEEehPcVt40aUa//WmvRu10e6vnkBrDr03+qGH36cyRKOE0W/mgk+dZbqscngU9grYzSCuLg73hswfF3HKPjaRiZbxH5O/A2XXKPHcjIyGWQyJXSFxEL3MiYS2wZuNkg6puJTQDv4+iRsK4PM6QZMz4VscR/gP/PO1nAVhr39o3SDxi2XUGwYl5H+tK1ThroCeBnjjiEVhZeK3BoXCi/RkB8kQrKwGJVYnKwFtMMfTeTstlnHliLJ2w1/PN2IydCRLajsOrakhGllzk5MIuNSwj7v5Vw2dsjTVNWOrW6XOe1SRkcSmUS4F6RMhu2gCPlkWdSuXJ6xMYg5jyH10cp0OvXE4gSRMsMqMpd75rDxE2VYZT9HoZ/0bmX+KwyrGVzumXJxkjJBa2cTdycPUXdafAsyEumit3m6815sJ926k/I4Mj18O3qb0i9VE4vBf0uQ34yIbwT/x87mCmcbsX8G/vh8CzIS6bIomy+qnTg8gky639BKFb1eFCEiCAMubysuZQiC+G/xkPP+IetOykPIxHLB+DPlubc554EcIoIgCIIglp6VX375hRwigiAIgiCWmhXP88ghIgiCIAhiqSGHiCAIgiCI/yxfv36VTymhr8wIgiAIglh6yCEiCIIgCGLpIYeIIAiCIIil51EdosHhClYOB/Jp3J9tY2VFfe2x0cnsSqibf8xR1XIxOBT6bR4bPAZkd4IgiKfNM+Eh88QeNPnv1+RT7tyfYfupPXgGh1g7BppjD57Hjje7ciELT1GvRbD7xu+zMZp5+eITx2b3p2RT2fEkBy4mAxwq+i84ts/Ef8Fre/kbHJrsYG4rUqVkW/m6uS13ZOd/Zfss8o+H02qLINLkGSr9cJH2xk3kO0Xt5FwUq0cf4XkePh6type+aQbvO0D+BX74b6lFWPj27F5BP1gTVA4cYWAXb/i+GzeRB5BvjsU1zXeCf8IrrYM/OFxBEdz63K+gU+SdB6ktrhyQB/8+OThcwUoRgl15m9rbcuP+bBtrx8+5dvqoXB9jjasorbYIIm3ELbPVI7xt5oHOz5BeZIi0eL6Ob+a5SKQH2X1JkKI2a8e4BnB9vIaVMEI0wOHaO7wYe/h4pI+C777x4PFey24dzTzQeW/yHO5x9nMHqLxC+D45OESxU0HfewOdX5usLZl7fHh3DVR+5NrZRZ1VhKCmdNoiiPT47bff8L///S+aQ7S6/lw8MTj0Q57iRI9483KoPVIgWqbYMV9X1uEjhly3QwcuDNf6C1GnyJc7DCelX4m9PZvMqXCPs+1o+3y+kpte9nr8E+nZ1MTgULBNiP92zG8fRMLscdty1Z2dnLMtxrwyu9nUxyazq00XANNLb3dBJpteLv3sqrvcltzHPkF78vaWG3LUpo9KJEK0izfex5nDkiaDBo6v82jWZw7H4H0H+WZd6wylxyrWnwP49FnYIhv/fg3kv4fe9SOIx+PLly/4888/gUiECMD9508AnmOdn6zXx1hj8VZ4nodxM49OkVtMBodSOLaPirz1NjjESvGTkEfRr8wuA655ImzRK35qYhy29xb4wNoKttuCUHXFl5kd3BtSWjLb4BbhYgdApzhbkBV76zqc9XIlDZva2P0RFVzjuCHec//hHa5RwavgiTA4xE94y+nD2kr2QLKQhl5wkNnB7s42dZXZZlNnOiiaHAsLq0evUME13n0Q7TdoHOM630T4rHbRy9bPATbd78+wXezo+/iBGBwW0eHH+lyMwXwLnWvhR4eE7dkB3neA5+tjMXJlXXtsbanZrTeRvz7Gml///dk2ip08mm+PDBHSZG0RxLz8+++/+OOPP7gzlb4XMm56ecDLN8ezc/2KB8Dji7FyeY8VG3vNvHSP53njZt4DKh67TV2mX4EntB/CyquuifUa8HVRVKGVZz6Z7ejvVeurLO+gl3xPpJ5UbOpG9B61jDIRmUN096vPi/Wkp5cKncy68yEONrXKbLVpMlg70fZt9CvwkG96s7v6XkWQz1EvBZH+dNG9X/EwZ1+4wfREcAh9oEI9blX0KzDroBxHgTzx5qC1LSN+/ZF21czXFkHY+eeff5THYDDwfv311/B4Jry5rh3jeV+VzFzBj/yr1OoRPoYhX+bdB3vkwbF2fD0rf/8B766B50LYKRnj3+U96iQsVuanyZw2dWT1hxfIo4MwPeD+A95JIX0Aka9OHmZrMj298CRlNtk0GatHb9HMA9fvPlgiCiJBpCAMDg7eoyPI566XWz9bdN+to5m/xvHaino7LzW4LbN+BeD7YA4Gh0zvfPOt1p6RCBxHpc9Hw1Zx9KqizRV1aUvL/Rm2V9bw7gXbIuxXWLQxEtHzmastgpiDL1++4O+//xbOiV+ZzfE1iRiKfqiQ9D0+f5LPJWcxMn+7pNI/q0d4VZklTN5/eIdr6YsrtiiKXzbF3pqMQRp6fYsyJ8PPC4nL6g94wSXK6vJYbHql18+rOPro+dvxi3CMWApAv4KE25Yz2LYTy0OKvqz63J+B5VKrt6Y+fXZT1KktLfc4++kY15V+eO/uG2av6+NGpA/ma4sg5uPu7k4+Fc0his8avrd9IbC6DpZrx09KtrcdD39x5r5YSMYiZU5KWs5fknoc+icGuz9WfJuxr1DERdvv07mjfipk3dPS6yFllklL5qT4usb+Si6IQrzHAAO878h5NC56PUQ/S45RGuEbA7v1JvLo4OekntfgkEXNOCdDxaBxjGs5SgaE/Xz9+1g4q8wVdWxLjzoXaO37PIBPEJfSedsiiPn47rvv5FNSDpGKfsW6DxzkGZiqEnMKuH125U2GPW5/n1y8NvaaTbms34aqjgeR2U4k94FDlb+kbstFL0s9KdnUHT9/pNn08pF2fRm5XAuWU6DTUT82XHRPR694MpvsznCxqUVmB5smgemVtF7znLHr5djPiXRnssk5TB4nl+paElh9uhwZ/XgOcqOU13hUuZ88kfwphe6ubels4HncnONt4Y8BPpcqRlsEkQZy7lBw/PXXX8KRikPkcYuIcAh184l2bBEcN/PKh1X0kBcTKXExct0ncJ7CQ9RD2V5MmeNgfjCKbeWbY31bRr0c6knNpu4YHzKSPiqZlbIAku0ddNfVFVcvB5kDzHb3MdrUQWZHm9qItGOT2wKrTzM/Ve3Jbbr0s4PuqnaUY9E2VhMRdQpCpyJyiB82RK+zQ1QfsfUXdXNvS/eiobweHEI5xXVtWwSRDrIjpDtWPM/z5KARQRBEGtyfbWPt3QuMP6pzWwiCIB6ar1+/yqeUpJBDRBAEoSD4H27G36AhCIJ4GpBDRBBEqoSfyRc/oTme77N/giCIRUFbZgRBEARB/GehLTOCIAiCIAhHyCEiCIIgCGLpIYeIIAiCIIilhxwigiAIgiCWHnKICIIgCIJYesghIgiCIAhi6SGHiCAIgiCIpYccIoIgCIIglh5yiAiCIAiCWHrIISIIgiAIYukhh4ggCIIgiKWHHCKCIAiCIJYecogIgiAIglh6yCEiCIIgCGLpIYeIIAiCIIilhxwigiAIgiCWHnKICIIgCIJYesghIgiCIAhi6SGHiCAIgiCIpYccIoIgCIIglp7/AwBBjD6gh+t5AAAAAElFTkSuQmCC)

**Time Complexity:**

The recursive function makes one call for each period.

So the time complexity is: **O(n)**, where n = number of periods

**How to Optimize the Recursive Solution to Avoid Excessive Computation**

Recursive solutions, while simple and elegant, can become inefficient due to repeated calculations and high memory usage from deep recursion calls. To optimize such solutions, we can use the following techniques:

**1. Memoization**: Store the results of already computed recursive calls in a data structure (like an array or map). Avoids recalculating the same values, thus improving performance significantly.

**2. Convert to Iterative Approach:** Replace recursion with loops (for or while) to reduce call stack overhead. This approach uses less memory and is generally faster. Ideal for simple linear recursions, such as calculating compound growth.

**3. Tail Recursion:** Optimize the recursive function to use **tail recursion** (where the recursive call is the last operation). Some compilers/VMs can optimize tail-recursive functions into iterations internally.